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ABSTRACT
The use of norms is widely accepted as an effective approach
to control and regulate the behaviour of agents in multi-
agent systems. Existing work on normative multi-agent sys-
tems has mainly focussed on how norms can influence the
behaviour of agents by assuming that the agents’ behaviours
are perfectly monitored. In this paper we focus on monitor-
ing mechanisms, propose different types of monitors, provide
a logical analysis of monitors, study the relations between
monitors and norms to be monitored, and finally explore
computational aspects of norm monitoring.

Categories and Subject Descriptors
I.2.11 [Artificial Intelligence]: Distributed Artificial Intel-
ligence—Multiagent Systems; I.2.4 [Artificial Intelligence]:
Knowledge Representation Formalisms and Methods—Modal
logic

General Terms
Theory, Verification, Languages

Keywords
Normative Environment, Monitoring, Normative Systems,
Logic and Reasoning

1. INTRODUCTION
In an open multi-agent system the behaviours of individ-

ual agents need to be controlled and coordinated in order
to ensure the global system objectives. Norms are gener-
ally conceived as standards of behaviour that can be used
to specify good behaviours and to guide the agents’ activi-
ties [7]. Norms can be used by an individual agent to decide
which actions to perform by reasoning and balancing be-
tween on the one hand the importance of its own objectives
that may conflict with the norms, and on the other hand
the consequence of norm violations [1]. However, norms can
also be used by the designer of open multi-agent systems
to detect violating behaviours and to impose corresponding
sanctions [3]. In this paper we focus on the latter use of
norms and assume that individual agents are autonomous

Appears in: Proceedings of the 12th International Confer-
ence on Autonomous Agents and Multiagent Systems (AA-
MAS 2013), Ito, Jonker, Gini, and Shehory (eds.), May,
6–10, 2013, Saint Paul, Minnesota, USA.
Copyright c© 2013, International Foundation for Autonomous Agents and
Multiagent Systems (www.ifaamas.org). All rights reserved.

in the sense that they decide themselves whether to obey or
violate norms and that multi-agent systems have the ability
to detect and enforce norms. In particular, we consider norm
monitoring as a mechanism that can observe agents’ activ-
ities, evaluate them with respect to a given set of norms,
and signal norm violations. In the rest of this paper, we
use the term normative multi-agent systems to refer to open
multi-agent systems where agents’ behaviours are regulated
by means of norms and sanctions.

Existing literature on normative multi-agent systems of-
ten assumes that monitors are perfect in the sense that they
can fully observe all agents’ activities and correctly evaluate
them with respect to a given set of norms. For example,
consider the scenario where two cars approach a road bot-
tleneck from opposite directions at the same time. Suppose
the norm is that cars coming from the right have priority
and that cars cannot pass the road bottleneck at the same
time. Existing approaches assume that all cars’ activities
can be monitored, e.g., for each car it can be observed if the
car is just before, within, and just after the road bottleneck.
However, this is not a realistic assumption as monitors often
can only observe a limited set of events or activities. For ex-
ample, a monitor may only be able to observe that the car
coming from the right is just before the road bottleneck or
that a car is within the road bottleneck. In general, the no-
tion of norm monitors is neither defined nor analysed such
that it is not possible to study whether and to which extent
a monitor can be effective in detecting some norm violations.
The existing (perfect) monitors are inherently coupled to a
set of norms in the sense that for a given set of norms the
corresponding monitor can observe all agents’ activities and
evaluate them with respect to the given set of norms.

In this paper we aim at relaxing these assumptions by
providing a logical and computational framework to specify
various types of norm monitors. The framework is composi-
tional in the sense that basic monitors can be composed to
build more complex and powerful norm monitors. We study
formal properties of monitors in order to determine whether
a specific monitor can be effective for a specific set of norms.
We also consider computational problems of norm monitors
such as whether a given monitor can detect violations of a
specific set of norms, whether there exists such a monitor,
and if there exists a combination of some given monitors to
detect the violation of a given set of norms.

2. SYSTEMS, NORMS AND MONITORS
In this section, we introduce the basic class of models

that we want to study and define the concept of norms and
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monitors. Later, in Section 3, we show how norms can be
defined by means of temporal logic.

2.1 The Abstract Setting
In this paper, the class of models that we use to study

and describe (multi-agent) systems are transition systems.
Such systems, which we will formally define shortly, consist
of states and transitions between states. The intuition is
that such a model merely describes all possible transitions of
states that can occur within the system, and does not neces-
sarily state which transitions will occur during run-time. For
example, in the agent-based setting, each transition might
correspond to an action belonging to an agent.

Definition 1 (Transition system). A transition sys-
tem is a tuple T = (Q,→, q0) where Q is a set of states,
→⊆ Q×Q a binary serial relation over Q, i.e. for all q ∈ Q
there is a state q′ ∈ Q such that q → q′, and q0 ∈ Q a
distinguished initial state.

Since it is often the case that we want to prove or validate
certain properties of a system, we add a valuation function
that for each state assigns a set of (observable) propositions
which are deemed true at this particular state. We call a
transition system together with a valuation function an in-
terpreted transition system.

Definition 2 (Interpreted transition system).
Given a set of atomic propositions Props, an interpreted
transition system is a tuple I = (Q,→, q0, v) where (Q,→
, q0) is a transition system and v : Q → P(Props) a valua-
tion function associating propositions with states.

In this paper we will omit the term interpreted if clear
from context or not relevant. A transition system gives rise
to a set of possible executions, or runs for short.

Definition 3 (Run, R). Given a transition system T =
(Q,→, q0) a run of the system is defined as an infinite se-
quence q0q1 . . . ∈ Qω such that q0 is the starting state and
∀n ∈ N0 : (qn, qn+1) ∈→. For a given run r, we define
r[n] (n ≥ 0) as the n-th state qn occurring on the run and
r[n,∞] (n ≥ 0) as the postfix of the run starting from po-
sition n. The set of all possible runs over T is denoted by
RT. We define runs analogously for interpreted transition
systems. In this case, we use the notation RI or simply R
if I is clear from context.

We consider some of the behaviours as desired, others as
undesired; hence, a norm is a set of desired behaviours which
is a subset of all possible behaviours. In the remainder of
this section we assume that we are given a transition system
that models the set of possible runs R that can occur.

Definition 4 (Norm, compliance, violation). A norm
N is a subset of system runs, i.e. N ⊆ R. A run r com-
plies with a norm N , for short r is N -complient, if and
only if r ∈ N . Otherwise, r violates N , for short r is an
N -violation.

It is important to note that we are not interested in how
such a norm is acquired (which can be through a deontic
specification, emergent behaviour of the system or through
a conflict resolution of multiple possible norms), we merely
use the fact that once we have a mechanism to decide which
trace is “good” and “bad”, we can acquire a set of desired
traces. A monitor observes the behaviours of the system.

In this paper we adopt the view that a monitor for each
possible run r constructs a candidate set of runs that repre-
sents all the possibilities that might have actually occurred.
In the ideal case, if r takes place the monitor should ob-
serve r and nothing else. However, due to several reasons,
e.g. cost limitations, noise or environmental restrictions, it
is not always possible to perfectly monitor the behaviours
of the system. In the general case, we model a monitor as
a function m : R → P(R). Intuitively, given a run r ∈ R
and a monitor m, the set m(r) contains all the runs that the
monitor considers possible as being the actual run r.

Definition 5 (Monitor m, Rm). A monitor m over
system behaviours R is a function m : R → P(R). We
define m(R′) =

⋃
r′∈R′ m(r′) for a set R′ ⊆ R of runs.

Moreover, we define Rm as the corresponding relation over
R×R derived from m, i.e. rRmr

′ iff r′ ∈ m(r).

We can associate properties with monitors. Consider for
example the extreme case in which a monitor m given the
set R is defined asm(r) = R for all r ∈ R. In this particular
case, the monitor cannot distinguish anything; for each run
of the system it is possible that any arbitrary run might
have actually occurred. The other extreme case which we
have already mentioned earlier is the case in which it holds
that m(r) = {r} for all r ∈ R. Here we might say that
the monitor can distinguish everything; it always observes
the actual run. We introduce the following properties of a
monitor.

Definition 6 (Properties of a monitor). Let m be
a monitor over system behaviours R. We say that m is

• broken iff there exists a run r ∈ R such that m(r) = ∅.
• correct iff for all runs r ∈ R we have r ∈ m(r).
• consistent iff for all runs r1, r2, r3 ∈ R we have if (r1 ∈
m(r3) and r2 ∈ m(r3)) then r1 ∈ m(r2) and r2 ∈
m(r1).
• ideal iff for all runs r ∈ R we have m(r) = {r}.
The property of correctness states that a monitor should

never exclude the true run from the set of possibilities. For
example, an incorrect monitor may observe something that
never actually took place (e.g. something like a noisy cam-
era). The property of consistency states that if a moni-
tor cannot differentiate between two runs, then the monitor
should neither be able to differentiate these two alternatives
from each other. When a monitor is broken, it can be seen
as a monitor that makes impossible observations; none of
the runs from R are deemed similar to the run that was
observed.

Proposition 1. Letm be a monitor over system behaviours
R. A monitor m is correct iff Rm is reflexive, broken iff Rm

is not serial, consistent iff Rm is Euclidian, and ideal iff Rm

is the identity relation.

This proposition holds since the definitions of broken, cor-
rect, consistent and ideal directly coincide with the afore-
mentioned properties of binary relations. However, this al-
lows us to use results found in the study of binary relations
to properties of monitors. For example, we can see that if
a monitor m is both correct and consistent, then Rm is an
equivalence relation. Moreover, if a monitor is correct, then
it is not broken and if a monitor is ideal, then it is correct.
Certainly more relations can be shown, but that is beyond
the scope of this paper. We end this section with an exam-
ple.
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Figure 1: A simple transition system.

Example 1. Consider the transition system shown in Fig-
ure 1, with states Q = {q0, q1, q2}. Let N = {(q0 q1)ω} con-
sist of a single run which only visits q0 and q1 in succession.
We define the following monitor: m(r) = {r′ ∈ R | r[1] =
r′[1]}. This monitor observes only the first step and parti-
tions the runs into two distinct classes: one class consists
of all the runs that initially visit state q1 and the other one
of all the runs that initially visit q2. This monitor is correct
and consistent, but it is not ideal. If r initially visits q2, then
all the runs in the set m(r) are N -violations. However, if
r initially visits q1, exactly 1 run in the set m(r) is not an
N -violation while the remaining runs are.

2.2 Logic-Based Setting
In the following we introduce the linear-time temporal

logic LTL [6] which can be used to characterize norms. For-
mulae of LTL are defined by the following grammar where
p ∈ Props denotes an atomic proposition:

ϕ ::= p | ¬ϕ | ϕ ∧ ϕ | ϕUϕ | ©ϕ
LTL-formulae are interpreted over a run r of a transition
system I. ©ϕ means that ϕ holds in the next state of the
run and ϕUψ that ϕ holds along the run until ψ holds. We
define �ϕ ≡ �Uϕ (eventually ϕ) and �ϕ ≡ ¬�¬ϕ (always
ϕ) as macros, as well as the standard Boolean connectives.
We recall the semantics of LTL-formulae:

I, r |=LTL p iff p ∈ v(r[0])
I, r |=LTL ¬ϕ iff I, r |=LTL ϕ

I, r |=LTL ϕ ∨ ψ iff I, r |=LTL ϕ or I, r |=LTL ψ

I, r |=LTL ©ϕ iff I, r[1,∞] |=LTL ϕ

I, r |=LTL ϕUψ iff i ≥ 0 such that I, r[i,∞] |=LTL ψ and
for all 0 ≤ k < i, I, r[k,∞] |=LTL ϕ

We also lift the semantic satisfaction relation to sets of runs
R′ ⊆ R as follows:

I, R′ |= ϕ iff ∀r ∈ R′ : I, r |=LTL ϕ.

In the following we simply write |= for |=LTL whenever
clear from context. A norm N can be defined by an LTL-
formula χ such that N contains all the runs and only the
runs satisfying χ. Note however that in the general case,
not all norms can be described in this way.

Definition 7 (χ-norm). Let χ be an LTL-formula and
I be an interpreted transition system. The χ-norm in I is
defined as the set NI(χ) = {r ∈ R | I, r |= χ}. In the fol-
lowing we will often identify N (χ) with χ and omit I when
clear from context.

Let I be a model, χ be a norm, and m be a monitor. Now
we are ready to reason about norm violations. As said in
the previous section, a run r is an N -violation iff r ∈ N (χ).
In this setting, this is equivalent to saying that r is an N -
violation iff I, r |= ¬χ. However, this violation may not be
detected by monitor m; this heavily depends on the capabil-
ities of the monitor and what it can observe. Intuitively, a

norm violation for a run r is detected if in all the possibilities
that the monitor considers, a violation occurs, i.e. whenever
m(r) ⊆ R\N (χ) holds. This statement is equivalent to say-
ing that a violation is detected if I,m(r) |= ¬χ. In the case
of a non-ideal monitor the classification is not that simple:
some runs in m(r) may violate the norm whereas others do
not.

Definition 8 (Detection of norm violation). Let I
be an interpreted transition system, r ∈ R, χ be a norm, and
m be a monitor. We say that monitor m on input r returns
(or detects a)
• χ-violation iff I,m(r) |= ¬χ;
• χ-compliance iff I,m(r) |= χ; and
• χ-indifference iff both I,m(r) |= χ and I,m(r) |= ¬χ.
A run is evaluated with respect to a given monitor and

norm. However, if the monitor detects a possible norm vi-
olation, the norm may actually not be violated. This can
happen if the monitor does not accurately detect the cur-
rent run.

Definition 9 (Classification error). Let I be a tran-
sition system, χ a norm, and m a monitor. We say that m
makes a χ-classification error on r iff

• m detects a χ-violation on r and r is not a χ-violation
( false negative classification error); or
• m detects a χ-compliance on r and r is a χ-violation

( false positive classification error).

Ultimately, we are interested in monitors which detect all
norm violations and only those.

Definition 10 (Sound, complete, sufficient). Let I
be a transition system, χ a norm and m a monitor. We say
that m is
• χ-sound in I iff for all r ∈ R it holds: I,m(r) |= ¬χ

implies I, r |= ¬χ. In words, a monitor is sound with
respect to a norm χ when for every possible run of the
system, it holds that whenever a χ-violation is detected
it is the case that the run was a χ-violation.
• χ-complete in I iff for all r ∈ R it holds: I, r |= ¬χ

implies I,m(r) |= ¬χ. In words, a monitor is complete
with respect to a norm χ when for every possible run
of the system, it holds that whenever the run was a
χ-violation it is the case that a χ-violation is detected.
• χ-sufficient in I if m is χ-sound and χ-complete.

Again, we omit I if the model is clear from context.

To summarize some of these definitions, let us return to
our example.

Example 2. We return to the transition system found in
Example 1, but now also assume we have a set of atomic
propositions Props = {p}. Together with the valuation func-
tion v defined as v(q0) = v(q1) = {p} and v(q2) = ∅, we
get an interpreted transition system I. The norm can now
be specified as an LTL formula χ = �p. Let us also con-
sider that we still have the same monitor m, i.e. m(r) =
{r′ ∈ R | r[1] = r′[1]}. It is now easy to verify that this
monitor is χ-sound; whenever for a given run r it holds that
I,m(r) |= ¬�p then certainly I, r |= ¬�p. However, this
monitor is not χ-complete. In particular, consider the run
r = q0q1(q0q2)

ω. It is clear that for this run it holds that
I, r |= ¬�p, however it also holds that I,m(r) |= ¬�p; this
is because the run (q0q1)

ω is also in the set m(r) and this run
is not a χ-violation. Thus, for this run the monitor detects
a χ-indifference, but it should have detected a χ-violation for
it to not break the property of χ-completeness.
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3. LTL-BASED MONITORS
We introduce monitors built from LTL-formulae. Firstly,

we introduce (basic) LTL-monitors which use a single LTL-
formula to classify runs of the system. Then, in Section 3.3
we consider how to combine these monitors to obtain more
expressive ones. We call the latter type combined LTL-
monitors and refer to both types as LTL-based monitors.

3.1 Basic LTL-Monitors
In this section we will discuss the topic of using LTL for-

mulas in order to characterize monitors. Given an LTL-
formula ξ a ξ-monitor can distinguish runs which satisfy ξ
from those which do not satisfy ξ. This is a much simpler
characterization of a monitor since it only divides the set of
runs into two classes; the set of runs that satisfy ξ and the
set of runs that do not. Intuitively, if two runs r and r′ both
satisfy ξ, then it holds that m(r) = m(r′). The converse
also holds, if they do not satisfy ξ then the observed sets are
also the same. We can define this formally as follows.

Definition 11 (ξ-monitor). Let ξ be an LTL-formula
and I be a transition system. The ξ-monitor over I is the
function mξ : R → P(R) defined as follows: mξ(r) := {r′ ∈
R | I, r |= ξ iff I, r′ |= ξ}. Again, we omit I if clear from
context.

Let us briefly return to our example to see how we can
associate an LTL-formula with a monitor.

Example 3. Returning to the interpreted transition sys-
tem found in Example 2, we could have also defined this
monitor as a ©p-monitor. Both this monitor and the moni-
tor in the example for any arbitrary run r return exactly the
same set m(r).

3.2 Examples of LTL-Monitors
We assume that we have a set of propositions C denoting

the set of state conditions under which something can be
monitored and a set of propositional formulae P denoting
the state properties which can be verified. Both sets are as-
sumed to be fixed and motivated below. The intuition here is
that a monitor cannot always under any circumstances val-
idate any property. E.g. a monitor that measures whether
a car is exceeding the speed limit can only do this if the
car is in front of the monitor. Moreover, under this condi-
tion not any property can be checked; perhaps the monitor
can observe the speed, but it cannot observe whether the
driver is wearing his/her seatbelt. We assume that every
LTL-monitor has the form �(ϕc → ϕp) such that ϕc (re-
spectively ϕp) is an LTL-formula consisting only of temporal
operators in combination with propositional formulae from
C (respectively P ).

State Monitors. We call a �(ψc → ψp)-monitor a state
monitor where ψc ∈ C and ψp ∈ P . Intuitively, this monitor
checks under each occurance of ψc whether the propositional
formula ψp holds. Thus this monitor guarantees that at each
moment in time in a run of the system, either the event ψc

has not occurred, or if it has, the validity of the property
ψp is guaranteed. The class of all possible state monitors is
given by Mstate(C ,P)

Transition Monitors. We call a �((ψc ∧©ψ′
c)→ (ψp ∧

©ψ′
p))-monitor a transition monitor where ψc, ψ

′
c ∈ C and

ψp, ψ
′
p ∈ P . This monitor checks at any moment in time

if the conditions ψc and ψ′
c are succinctly met and, if so,

whether ψp and ψ′
p are succinctly satisfied. The class of all

possible transitions monitors is given by Mtrans(C ,P)

Sequence Monitors. We call a �((
∧k

i=0©iψi
c) →

(
∧k

i=0©iψi
p))-monitor (where ψj

c ∈ C , ψj
p ∈ P , 0 ≤ j ≤

k, k ∈ N0 and©i :=© . . .©︸ ︷︷ ︸
i-times

) a sequence monitor of length

k. Notice that for k = 0 this definition reduces to state
monitors and for k = 1 to transition monitors. The class of
all possible sequences monitors (for arbitrary k) is given by
Mseq(C ,P).

3.3 Combinations of LTL-Monitors
In Section 3.1 we have introduced monitors that are built

from LTL-formulae. As we will show in Section 4, a moni-
tor mξ can classify the space of all system behaviours into
two classes: one class contains runs satisfying ξ and the
other one runs which do not. Moreover, we show that, in
case of a sufficient monitor, these (equivalence) classes must
exactly coincide with the corresponding equivalence classes
emerging from the norm (cf. Theorem 1). This also implies
that the formula ξ must be very similar to the norm itself;
hence, if the norm is a “complicated” (in terms of expressiv-
ity) formula, ξ will most probably be one too. Therefore,
we propose a combination of monitors. The idea is that we
start with simple monitors and combine them to more com-
plex ones without using more complex formulae. Firstly, we
formally introduce the concept of combined monitors.

Definition 12 (⊕, Σ-monitor). Let m1,m2 : R →
P(R) be two monitors. We define the monitor m ⊕ m′ :
R → P(R) as follows: m⊕m′(r) := m(r) ∩m′(r).

Let Σ be a set of LTL-formulae. The (combined) Σ-
monitor is the function mΣ : R → P(R) with mΣ(r) =
⊕ξ∈Σmξ(r).

The following result is clear from the definition of mΣ.

Proposition 2. The operator ⊕ is associative and com-
mutative.

To illustrate the concept of combined monitors, we con-
sider the following example.

Example 4. Consider a transition system I with five states
{q0, . . . , q4}, a set of runs RI = {q0(q1)ω,
q0(q2)

ω, q0(q3)
ω, q0(q4)

ω} and labeling v(q0) = v(q4) = ∅,
v(q1) = {r, s}, v(q2) = {r}, v(q3) = {s}. We refer to
run q0(qi)

ω with ri, for i = 1, . . . 4. Suppose the norm
is given by χ = ©((r ∧ ¬s) ∨ (¬r ∧ s)). Consider the
two LTL-monitors m©r and m©s. Then, we have that
m©r(r1) = m©r(r2) = {r1, r2} and m©r(r3) = m©r(r4) =
{r3, r4} and m©s(r1) = m©s(r3) = {r1, r3} and m©s(r2) =
m©s(r4) = {r2, r4}. Clearly, none of these monitors is χ-
sufficient. Let Σ = {©r,©s}, then for the monitor mΣ we
have mΣ(ri) = {ri} for i = 1, . . . 4. That is, the monitor
perfectly classifies all runs and is χ-sufficient. We note that
the LTL-monitor m©r∧©s is not χ-sufficient.

The next proposition shows that there are combined mon-
itors for which there is no equivalent non-combined LTL-
monitor; that is, combined monitors are strictly more ex-
pressive.

Proposition 3. The class of LTL-monitors is not closed
under operator ⊕.
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Figure 2: Schematic view to the road example.
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p3, p′1

p3, p′2

p1, p′2

p1, p′3

p2, p′3

Figure 3: Transition system I of the road example.

Although this intuitively already follows from Example 4,
the actual proof of this proposition is given in Proposition 6
where we show that the number of classes a monitor parti-
tions the runs in can be strictly higher for combined monitors
than for non-combined monitors.

3.4 An Example Scenario
In this example we assume that there are two cars ap-

proaching a bottleneck in the road, both coming from oppo-
site directions and want want to reach the other side, cf. Fig-
ure 2. However, to avoid the dangerous situation where
both cars are on the bottleneck at the same time, there is
a norm in place that states that (1) When two cars are on
opposite sides of the bottleneck, cars coming from the right
have priority over cars coming from the left, and (2) No two
cars should simultaneously be on the bottleneck. We can
associate with each car three different general locations: (1)
Just before the bottleneck; (2) on the bottleneck; and (3)
after the bottleneck. We denote this by the propositions
(1) p1, (2) p2 and (3) p3 for the car coming from the left,
and (1) p′1, (2) p

′
2 and (3) p′3 for the car coming from the

right. Assuming that the cars can either wait or move for-
ward (and not reverse), the transition system is shown in
Figure 3. Any traversal of the transition system gives rise
to a run. R is the set of all these runs. Given this model,
we state the corresponding norm:

χ ≡ �((p1 ∧ p′1)→ ¬© p2) ∧ �(¬p2 ∨ ¬p′2).
In the following we consider some monitors. Following

Section 3.2, we define set C = {p1, p2, p3} and P = {p′1, p′2, p′3}
of conditions under which some property can be monitored
and of properties to be verified, respectively. The sets C and
P allow to express each possible position of the car coming
from the left (p1, p2, p3) we can verify each of the positions
of the car coming from the right (p′1, p

′
2, p

′
3).

Example 5. Consider the state monitor m�(p3→p′3) ∈
Mstate(C ,P). This monitor is intuitively understood as a
monitor that detects whether the car from the right crosses
the bottleneck before the car from the left does. For each run
going through the state (p3, p

′
1) or (p3, p

′
2) it holds that this

monitor detects a χ-violation. To see this, each of the runs
that satisfy ¬�(p3 → p′3) goes from (p1, p

′
1) to (p2, p

′
1) or

goes through the state (p2, p
′
2). However, this monitor is not

χ-complete (i.e. it does not detect all χ-norm violations):
e.g. the run (p1, p

′
1)(p2, p

′
2)((p3, p

′
3))

ω is not detected, even
though it violates the norm.

Example 6. Consider the three monitorsm1, m2 andm3

withm1 = m�((p1∧©p2)→(p′1∧©p′1)), m2 = m�((p1∧©p2)→(p′2∧©p′2))
andm3 = m�((p1∧©p2)→(p′1∧©p′2)). We have thatm1,m2,m3 ∈
Mtrans(C ,P). These monitors are, just like the previously
discussed monitor, not χ-complete. However, the monitor
obtained by combining these monitors, m1 ⊕ m2 ⊕ m3, is
χ-complete and even χ-sufficient. Although not completely
trivial, the reasoning behind it is that any run going from
(p1, p

′
1) to (p2, p

′
1) is detected by m1, any run going from

(p1, p
′
2) to (p2, p

′
2) is detected by m2 and finally any run go-

ing from (p1, p
′
1) to (p2, p

′
2) by m3. Moreover, these are ex-

actly all the runs which are χ-violations.

4. MONITORING AND PROPERTIES
In this section we discuss properties of LTL-based mon-

itors. Our main results are characterization theorems for
LTL-monitors (Theorem 1) and for combined LTL-monitors
(Theorem 2). They are later used to solve the decision prob-
lems whether there are sound and complete monitors. Of
utmost importance is that monitors partition the set of runs
in a system. Therefore we introduce the following notation:

Definition 13. Given a set X and a function f : X →
P(X), we say that f is an equivalence X-classifier if there is
a partition (Xi)i∈I of X (that is, I ⊆ N0 and each Xi ⊆ X,
∪i∈IXi = X, and Xi ∩Xj = ∅ for i, j ∈ I and i = j), and
for all x ∈ X, f(x) = Xi whenever x ∈ Xi for i ∈ I. A
binary X-classifier is an equivalence X-classifier with only
two partitions (note, possibly some of which is the empty
set). We let C(f) denote the set of equivalence classes of f .

Let us first discuss properties of non-combined LTL-monitors.
Some propositions and theorems of these monitors also ap-
ply to combined monitors; in these particular cases we refer
to the proofs in the next section of combined monitors which
are a generalization of the non-combined cases.

4.1 Properties: Non-Combined LTL-Monitors
We first show that an LTL-monitor is a binary equivalence

classifier. This means that a monitor partitions the set into
two classes; one class that satisfies the formula associated
with the monitor and one class that satisfies the negation of
this formula.

Proposition 4. For each transition system I and LTL-
formula ξ, mξ is a binary equivalence R-classifier; hence,
|C(mξ)| = 2.

Proof. This is proven in the next section where we con-
sider the more general case of arbitrarily combined monitors,
i.e. this proof is a special case of Proposition 6 for monitor
m{ξ}.

Moreover, we are able to show that an LTL-monitor is always
correct, consistent, not broken and χ-sound for any LTL-
norm χ and transition system I.
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Proposition 5. Let χ be an LTL-norm and I be a tran-
sition system. The monitor mξ is correct, consistent and not
broken. Moreover, each LTL-monitor mξ is χ-sound over I.

Proof. Again, this is proven in the next section where
we consider the more general case. This proof is a special
case of Proposition 7 for monitor m{ξ}.

Since χ-soundness trivially holds for an LTL monitor, prov-
ing that a monitor is χ-sufficient amounts to checking whether
this monitor is χ-complete.

Corollary 1. A χ-complete monitor mξ is already χ-
sound and χ-sufficient.

The next proposition characterizes exactly when a moni-
tor is sufficient for a norm.

Theorem 1 (Characterization of LTL-monitors).
Let mξ be an LTL-monitor, χ an LTL-norm, and I be a
transition system. Then, the following statements are equiv-
alent:
(a) mξ is χ-sufficient in I.
(b) if ¬χ ∧ ξ is satisfiable on I then I |= ξ → ¬χ; and

if ¬χ ∧ ¬ξ is satisfiable on I then I |= ¬ξ → ¬χ.
(c) I |= ¬χ or I |= χ or I |= ¬ξ ↔ χ or I |= ξ ↔ χ.
(d) NI(χ) =

⋃{X ∈ C(mξ) | I, X |= χ}.
Proof. This theorem is a special case of Theorem 2 for

m{ξ}. To see this we note that Con(Σ) = {ξ,¬ξ} (we refer
to Section 4.2 for the notation). For (c) we observe that for

Σ̂ = ∅ (where Σ̂ is defined in the theorem) we get I |= ⊥ ↔
¬χ which is equivalent to I |= χ. For Σ̂ = Con(Σ), we get
I |= (ξ ∨ ¬ξ)↔ ¬χ which is equivalent to I |= ¬χ.
4.2 Properties: combined LTL-monitors
In this section we discuss properties of the more general

case of combined monitors. In what follows, if not said oth-
erwise, we assume that Σ = {ξ1, . . . , ξn} where each ξi, for
1 ≤ i ≤ n is an LTL-formula. Before we present the char-
acterization theorem for combined monitors we need some
additional notation and lemmata. We use Con(Σ) to denote
the set of all conjunctions of formulae from Σ. Each con-
junction from Con(Σ), denoted ξ̂, contains for each formulae
ξ ∈ Σ either ξ itself or ¬ξ. Moreover, we assume an order
on Σ and lift it to conjunctions from Con(Σ) in the natural
way to have a well-defined representative.

Definition 14. Let X = {ξ1, . . . , ξn} be a finite set of
formulae. We define Con(∅) := {⊥} and Con(X) := {ξ′1 ∧
· · · ∧ ξ′n | ξ′i ∈ {ξi,¬ξi} for i = 1, . . . , n}.
We can now prove that any combination of LTL-monitors

is an equivalence classifier.

Proposition 6. For each interpreted transition system
I and finite set of LTL-formulae Σ, the monitor mΣ is an
equivalence classifier with |C(mΣ)| ≤ 2|Σ|.

Proof. Given ξ̂ ∈ Con(Σ), let Xξ̂ = {r ∈ R | I, r |= ξ̂}.
Clearly it holds that

⋃
ξ̂∈Con(Σ)Xξ̂ = R and given ξ̂, ξ̂′ ∈

Con(Σ) if I |= ξ̂ ↔ ξ̂′ then we have Xξ̂ = Xξ̂′ , and if I |=
ξ̂ ↔ ξ̂′ then Xξ̂ ∩ Xξ̂′ = ∅; thus {Xξ̂ ⊆ R | ξ̂ ∈ Con(Σ)}
forms a partition of R. Now let r ∈ Xξ̂′ for an arbitrary

ξ̂′ = ξ′1 ∧ ... ∧ ξ′n. Then, for all r′ ∈ R we have r′ ∈ mΣ(r)

iff I, r′ |= ξ′1 and ... and I, r′ |= ξ′n iff I, r′ |= ξ̂′ iff r′ ∈ Xξ̂′ .

This shows that mξ(r) = Xξ̂′ . The number of (unique)

elements in Con(Σ) is at most 2|Σ|, thus we have |C(mΣ)| ≤
2|Σ|.

This proposition highlights the fact that for a transition
system I and monitor mΣ, if it holds for ξ, ξ′ ∈ Σ that
ξ = ξ′, and I |= ξ ↔ ξ′ or I |= ¬ξ ↔ ξ′, then mΣ\{ξ} and
mΣ\{ξ′} are equivalent to mΣ (i.e. for every r ∈ R it holds
that mΣ(r) = mΣ\{ξ}(r) = mΣ\{ξ′}(r)). This leads us to
the following definition, which will be used in the proof of
Theorem 2.

Definition 15. Given a transition system I and set of
formulae X, let XI ⊆ X be the largest subset such that
for all ξ ∈ XI there is no ξ′ ∈ XI with ξ = ξ′ such that
I |= ξ ↔ ξ′ or I |= ¬ξ ↔ ξ′. In general, such a subset is
not unique; in this case we choose one arbitrarily.

Again we note that mΣ and mΣI are exactly the same mon-
itors, so we use the sets Σ and ΣI interchangeably whenever
the transition system I is fixed. Analogously to Proposi-
tion 5 and Corollary 1, we get the following results:

Proposition 7. Let χ be an LTL-norm and I be a tran-
sition system. The combined monitor mΣ is correct, consis-
tent and not broken. Moreover, each combined LTL-monitor
mΣ is χ-sound over I.

Proof. That a Σ-monitor is correct, consistent and not
broken follows from the fact thatmΣ is an equivalence classi-
fier, cf. Prop. 6. For the soundness, we assume the contrary
for the sake of contradiction. Then, there is a run r such that
I,mΣ(r) |= ¬χ and I, r |= χ. But by correctness we have
that r ∈ mξ(r) and hence I, r |= ¬χ. Contradiction.

Corollary 2. A χ-complete monitor mΣ is already χ-
sound and χ-sufficient.

Again note that this corollary trivially holds, since any
combination of LTL-monitors is already χ-sound. The fol-
lowing two lemmata are needed to prove Theorem 2.

Lemma 1. Let I be a transition system, XI be a finite set
of formulae as defined in Definition 15 and let Û ⊆ Con(XI).
Then, the following formula is valid over I:

I |= ∧
ξ̂∈Û ¬ξ̂ ↔

∨
ξ̂∈Con(XI)\Û ξ̂.

Proof. We prove this by syntactic rewriting. In the fol-
lowing, we use the fact that (1)

∨
ξ̂∈Con(XI) ξ̂ = � and (2)

given ξ̂, ξ̂′ ∈ Con(XI) with ξ̂ = ξ̂′, it holds that ξ̂ ∧ ξ̂′ = ⊥.
The reason for the latter is because we can always find a ξi ∈
X which is true in ξ̂ and false in ξ̂′, or vice versa. In the fol-
lowing we omit mentioning I:

∧
ξ̂∈Û ¬ξ̂ ↔ ∨

ξ̂∈Con(XI)\Û ξ̂ ⇔(
¬∨

ξ̂∈Û
ξ̂ ∨ ¬∨

ξ̂∈Con(XI)\Û ξ̂
)
∧
(∨

ξ̂∈Û
ξ̂ ∨∨

ξ̂∈Con(XI)\Û ξ̂
)
⇔(∧

ξ̂∈Û ¬ξ̂ ∨∧
ξ̂∈Con(XI)\Û ¬ξ̂

)
∧

(∨
ξ̂∈Con(XI) ξ̂

)
⇔(∧

ξ̂∈Û

∧
ξ̂′∈Con(XI)\Û

(
¬ξ̂ ∨ ¬ξ̂′

))
⇔ �

Let us consider the combined LTL-monitor mΣI and a
run r ∈ R. For each monitor mξ with ξ ∈ ΣI, r defines one
of two equivalence classes (cf. Proposition 4). Hence, the
run r does also uniquely define an equivalence class of the
monitor mΣI which corresponds to the intersection of all
uniquely defined equivalence classes of each mξ. Formally,
we have:

Lemma 2. For each run r ∈ RI there is a unique ξ̂ ∈
Con(ΣI) with I, r |= ξ̂. We denote this formula by ξ̂(r).

Proof. Clearly, for each ξ ∈ ΣI either I, r |= ξ or I, r |=
¬ξ. Then, ξ̂(r) = ξ′1∧· · ·∧ξ′n with ξ′i ∈ {ξi,¬ξi} and ξ′i = ξi
iff I, r |= ξi. It is also clear that there can be no other

formula ξ̂′ ∈ Con(ΣI) with I, r |= ξ̂′.
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Finally, we turn to our main result about combined LTL-
monitors. It is a generalization of Theorem 1 (cf. the proof
of that theorem). Of particular interest is characterization
(c). It says that a monitor is χ-sufficient if there is a set

Σ̂, where each ξ̂ ∈ Σ̂ characterizes one equivalence class of
mΣI , such that the disjunction of all these formulae is true
iff the norm is violated. In other words, the union of all these
equivalence classes must contain exactly the runs violating
the norm. Moreover, characterization (b) is useful to devise
a decision procedure (cf. Proposition 10).

Theorem 2 (Charact. of combined LTL-monitors).
Let Σ = {ξ1, . . . , ξn} be a non-empty and finite set of consis-
tent LTL-formulae, χ be an LTL-norm, and I be a transition
system. Then, the following statements are equivalent:

(a) mΣ is χ-sufficient over I.

(b) for all ξ̂ ∈ Con(Σ), if ¬χ ∧ ξ̂ is satisfiable on I then

I |= ξ̂ → ¬χ.
(c) I |= (

∨
ξ̂∈Σ̂ ξ̂) ↔ ¬χ where Σ̂ = {ξ̂ ∈ Con(Σ) | I |=

χ ∨ ¬ξ̂}.
(d) NI(χ) =

⋃{X ∈ C(mΣ) | I, X |= χ}.
Proof. We prove (a)⇒ (b) ⇒(c) ⇒(d)⇒ (a).

(a) ⇒ (b): Suppose (a) holds, i.e. ∀r ∈ R : I, r |= ¬χ
implies I,mΣ(r) |= ¬χ. Moreover, let I, r |= ¬χ∧ ξ̂ for some

r and I |= ξ̂ → ¬χ; i.e. I, r′ |= ξ̂ ∧ χ for some r′. However,
then r′ ∈ mΣ(r); and hence, I,mΣ(r) |= ¬χ. Contradiction.
(b) ⇒ (c): Let Σ+ (resp. Σ−) consist of all formulae ξ̂ ∈
Con(ΣI) with ¬χ ∧ ξ̂ satisfiable (resp. not satisfiable) over

I. By (b) we have that I |= ξ̂ → ¬χ for all ξ̂ ∈ Σ+ and

I |= ¬χ → ¬ξ̂ for all ξ̂ ∈ Σ−. This implies that I |=
(
∨

ξ̂∈Σ+ ξ̂) → ¬χ and I |= ¬χ → (
∧

ξ̂∈Σ− ¬ξ̂). Moreover,

we have that Con(ΣI) = Σ+ � Σ−. Then, by Lemma 1 we

obtain I |= ∧
ξ̂∈Σ− ¬ξ̂ → ¬χ from I |= (

∨
ξ̂∈Σ+ ξ̂)→ ¬χ and

thus I |= ∧
ξ̂∈Σ− ¬ξ̂ ↔ ¬χ.

(c) ⇒ (d): Let I |= (
∨

ξ̂∈Σ̂I
ξ̂) ↔ ¬χ. “⊆”: Let r ∈ N (χ).

Because r ∈ mΣ(r) by Prop. 7 it remains to show that
I,mΣ(r) |= χ. We have that mΣ(r) = {r′ ∈ RI | I, r′ |=
ξ̂(r)} where ξ̂(r) is the unique formula from Lemma 2, clearly

ξ̂(r) ↔ ξ̂(r′) for any r′ ∈ mΣ(r). Now suppose that there
is a run r′ ∈ mΣ(r) with I, r′ |= ¬χ. Then, we must have

ξ̂(r′) ∈ Σ̂ which implies that I, r |= ¬χ. Contradiction.
“⊇”: If r ∈ ⋃{X ∈ C(mΣ) | I, X |= χ} then clearly

I, r |= χ and hence r ∈ NI(χ).

(d) ⇒ (a): Suppose NI(χ) =
⋃{X ∈ C(mΣ) | I, X |= χ}.

By Proposition 7 we need to show that if I, r |= ¬χ then
I,mΣ(r) |= ¬χ, for all r ∈ RI. Suppose I, r |= ¬χ holds
and I,mΣ(r) |= ¬χ. Then, there is an r′ ∈ mΣ(r) with
I, r′ |= χ. By (d) there is a class X ∈ C(mΣ) with r′ ∈ X
and I, X |= χ. However, since r′ ∈ mΣ(r) iff ξ̂(r′) ↔ ξ̂(r)
we must have r ∈ X. Contradiction.

5. COMPUTATIONAL PROBLEMS
Given a norm the system designer would like to construct

a monitor which is sound and complete for the norm, or in
other words, detect all norm violations. Of course, in this
setting it is interesting how difficult it is to construct such a
monitor. In this section we present our preliminary results

on computational complexity issues regarding norm viola-
tion detection. For a given interpreted transition system I
and LTL-norm χ we consider the following problems:

1. Does there exist an LTL-monitormξ which is χ-sufficient
over I?

2. Is a given monitor m (pure LTL-based or combined)
χ-sufficient over I?

3. Is there a monitor in M , where M is a set of monitors,
which is χ-sufficient over I?

4. Can we combine monitors m1, . . . ,mk ∈ M in such a
way that m1 ⊕ . . .⊕mk is χ-sufficient?

By Proposition 5 the first question is trivial: every m¬ξ-
monitor is ξ-sound and complete. More interesting are the
three remaining questions which we answer in the following.
We define the size of a (interpreted) transition system as the
number of states and transitions in I.

Results for LTL-Monitors. According to Corollary 1
it is enough to check wether a monitor is χ-complete which
implies sufficiency. The characterization theorem for LTL-
based monitors (cf. Theorem 1) provides us with a polynomial-
space decision procedure for the second question.

Proposition 8. Let I be a transition system, mξ an LTL-
monitor, and χ an LTL-norm. The problem whether mξ is
χ-sufficient over I is PSPACE-complete in the length of I,
ξ, and χ.

Proof. Membership can be checked inPSPACE by The-
orem 1(c) using standard LTL model checking.

We reduce LTL model checking, a PSPACE-complete
problem [8], to our problem. Let I be a transition system
and ϕ be an LTL-formula. Moreover, let p be a fresh propo-
sition neither occurring in I nor in ϕ and let Ip be a copy
of I in which all states are additionally labeled p. Then, we
have that (�) I |= ϕ iff Ip |= ϕ. Moreover, we have that
(��) I |= �p and Ip |= �p. Let I′ be the disjoint union of
I and Ip together with a new state q0 which is only con-
nected to all other states of (the copies of) I and Ip. Now,
we define χ ≡ ©(ϕ ∨ �p) and ξ = �. By Theorem 1(c) we
have that mξ is χ-sufficient over I′ iff I′ |= ©(¬ϕ ∧ ¬�p)
or I′ |= ©(ϕ ∨ �p). By (�) and (��) the left part of the
disjunction (i.e. I′ |=©(¬ϕ∧¬�p)) cannot be true; hence,
we must show that I′ |= ©(ϕ ∨ �p). By construction of
I′ this is the case iff I′ |= ©ϕ iff I |= ϕ. This gives the
following polynomial-time reduction: I |=LTL ϕ iff m� is
©(ϕ ∨ �p)-sufficient over I′.

The third problem is an easy extension of the first:

Proposition 9. Let I be a transition system, M a finite
set of LTL-monitors, and χ an LTL-norm. The problem
whether some m ∈ M is χ-sufficient over I is PSPACE-
complete in the length of I, M , and χ.

Proof. We call the procedure from Prop. 8 |M |-times.
Hardness is shown in the very same way as in Prop. 8 with
M = {m�}.

More interesting is the case, when class M of monitors is
not given explicitly but by some compact description, like
the syntactic descriptions introduced in Section 3.2. We
leave this for future research.

Results for Combined LTL-Monitors. Now we turn
to combined monitors. Again, by Corollary 2 it is enough
to check wether a monitor is χ-complete which implies suf-
ficiency. We consider the second problem, i.e., whether a
given combined monitor is sound and complete:
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Proposition 10. Let I be a transition system, mΣ a com-
bined LTL-monitor, and χ an LTL-norm. The problem whether
mΣ is χ-sufficient over I is PSPACE-complete in the length
of I, Σ, and χ.

Proof. To show that the problem is in PSPACE we
use Theorem 2(b). The following procedure runs in non-
deterministic polynomial space. This is sufficient for the
result since PSPACE is closed under complement and non-
determinism. We guess a formula ξ̂ ∈ Con(Σ) and check

whether ¬χ∧ ξ̂ is satisfiable (this can be done in polynomial

space by checking I |= ¬(¬χ∧ ξ̂)) and whether I |= ξ̂ → ¬χ
(again, this can be done in polynomial space). If the answer
is yes; then, mΣ is not χ-sufficient over I.
Hardness obviously transfers.

Again, the fourth problem can be solved by applying the
previous one:

Proposition 11. Let I be a transition system, Σ be a
non-empty and finite set of LTL-formulae, and χ an LTL-
norm. The problem whether there is a non-empty subset
Σ′ ⊆ Σ such that mΣ′ is χ-sufficient over I is PSPACE-
complete in the length of I, Σ, and χ.

Proof. Firstly, we guess a subset Σ′ ⊆ Σ in polynomial
space and apply Proposition 10. Hardness is shown in the
very same way as in Prop. 8 with M = {m�}.

6. RELATED WORK AND CONCLUSIONS
Our work can contribute to the research on monitoring

program executions that aim at observing run-time behav-
ior of programs, e.g. [4, 9, 5]. Examples of such monitors
are debuggers, tracers, profilers and demons. Our analysis
can be extended and applied to study run-time monitors and
their properties. For example, in [4] a formal framework for
run-time monitors is provided that allows specification, im-
plementation, and reasoning about monitors. It proposes a
systematic approach to integrate monitors in the standard
semantics of a programming language such that the execu-
tion of a program based on the derived monitoring seman-
tics provides monitoring information without changing the
program behaviour. In contrast to our framework, the men-
tioned work does not study properties of monitors and their
relations with norms, while our approach allows reasoning
about monitors, norms, and program behaviours.

Another line of work focuses on monitoring as a runtime
verification problem [9, 2]. The main problem formulated in
these works is how to monitor certain temporal logic prop-
erties at run-time without storing an entire execution trace
and as such, they consider finite traces of possibly increas-
ing size. Since some LTL formulae can never be falsified
on finite prefixes of using an infinite-trace semantics (such
as until), they use extensions of LTL to reason about finite
(timed) traces.

Our work is also related to studies that aim at monitoring
constraints (closely related to norms) on databases over the
course of time, e.g. [5]. The main aim of this work is to
check the integrity constraints on a database with minimum
knowledge about its history and possible future. Our work
can be seen as a more general framework for analysing mon-
itors with respect to a set of constraints that needs to be
monitored. Monitoring constraints in our framework can be

modelled by special types of monitors that have restricted
knowledge about the past and future.

In this paper we developed a basic framework in which
monitors can be studied and analysed. We proposed differ-
ent types of monitors, provided a logical analysis of moni-
tors, studied the relations between monitors and norms to
be monitored, and explored some computational aspects of
norm monitoring. The language on which these monitors
and norms were built was LTL. As it turned out, combining
these simple monitors allowed us to construct complex mon-
itors with vastly growing reasoning capabilities. Moreover,
showing that such a monitor is sufficient for a given norm
(a violation is always correctly detected) still lies within the
complexity bounds of LTL model checking itself.

For future work we plan to consider syntactic restrictions
of specific classes of monitors which allow for efficient syn-
thesis. Also, more classes of monitors can be considered,
i.e. non-binary or non-correct monitors. With respect to
the latter, an interesting study would be to use our frame-
work to detect faulty monitors within a system. Finally, we
plan to add costs to the framework and to study optimal-
ity properties. Finally, we would like to note that although
our setting is defined over infinite runs it can also be given
over finite runs. In the case of LTL monitors one can use a
finite-trace semantics; in particular, a three-valued seman-
tics similar to [2] would be interesting in the context of mon-
itoring norm violations. We leave a detailed study for future
research.
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