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ABSTRACT
Formal verification of strategic abilities is a hard problem. We pro-
pose to use the methodology of assume-guarantee reasoning in
order to facilitate model checking of alternating-time temporal
logic with imperfect information and imperfect recall.
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1 INTRODUCTION
Alternating-time temporal logic ATL∗ [1, 2, 32] and Strategy Logic
SL [10, 29] provide powerful tools to reason about strategic aspects
of MAS. Specifications in agent logics can be used as input to
algorithms and tools formodel checking [3–5, 7–9, 11, 19, 21, 24, 26].
However, verification of strategic abilities suffers both from state-
space and strategy-space explosion. Even for the more restricted
logic ATL, model checking of its imperfect information variants
ranges from ∆P

2–complete to undecidable [6, 14, 16, 20, 32].
In this paper, we make the first step towards compositional

model checking of strategic properties in asynchronous multi-agent
systems with imperfect information and imperfect recall. To this
end, we creatively expand the assume-guarantee framework of [27,
28]. Instead of searching through the states and strategies of the
entire model, we “factorize” it and perform most of the search
locally, using assume-guarantee reasoning [12, 31]. We illustrate the
approach by means of a simple voting scenario. Finally, we evaluate
the practical gains through verification experiments.
Relatedwork.Compositional verification dates back to [18, 23, 30],
and has been intensively studied for temporal specifications [12,
13, 15, 17, 25, 27, 28, 31]. Our approach is based on [27, 28], where
assume-guarantee rules were defined for liveness properties of
MAS. A related scheme for ATL with perfect information strategies
and aspect-oriented programs was considered in [13].

2 MODELS OF CONCURRENT MAS
We use the MAS representations of [27, 28], which allow for asyn-
chronous and synchronous composition of local transitions.
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Figure 1: Module of a voter deciding between two candidates

Modules. Let D be a domain (for all variables used in the system).
For any set of variables X , let DX be a set of all valuation functions
onX . We follow [28], and divide the variables in a module into state
variables and input variables. An agent can read and modify only
its state variables. The input variables are not a part of its state, but
their values limit the set of executable transitions.

Definition 2.1 (Module [28]). A module isM = (X , I ,Q,T , λ,q0),
where: X , I are finite sets of state and input variables, respectively,
with X ∩ I = ∅; Q is a finite set of states; λ : Q → DX labels
each state with a valuation of the state variables; q0 ∈ Q is the
initial state; T ⊆ Q × DI × Q is a transition relation. We require
that if (q,α ,q′) ∈ T ,q , q′, then (q,α ,q) < T , and for each pair
(q,α ) ∈ Q × DI there exists q′ ∈ Q such that (q,α ,q′) ∈ T .

Example 2.2. We use a voting scenario, inspired by [21, 22], con-
sisting of modulesM (1) , . . . ,M (n) of voters andM (c ) of a coercer.

Every voter has three local variables in X (i ) : vote (i ) : the vote
being cast (?, 1, or 2); reported (i ) : the vote value presented to the
coercer (?, 1, 2 or !), where !means that the voter decided not to show
her vote; pstatus (i ) : the punishment status (?,T or F ). Moreover,
I (i ) consists of variable pun(i ) controlled by the coercer. The voter
first casts her vote, then decides whether to share its value with the
coercer. Finally, she waits for the coercer’s decision to punish her
or to refrain from punishment. The module is shown in Figure 1.

The coercer has two available actions per voter: to punish the
voter or to refrain from punishment. He can execute them in any
order, but only after the respective voters decide to share or not.

ModulesM,M ′ are asynchronous if X ∩X ′ = ∅. Note that all the
modules presented in Example 2.2 are asynchronous.
Composition of Modules. The model of a MAS is given by the
asynchronous compositionM = M (1) | . . . |M (n) that combinesmod-
ulesM (1) , . . . ,M (n) into a single moduleM [28]. The composition
is standard; it only requires the compliance of the valuations.
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Traces and Words. A trace of a moduleM is an infinite sequence
of alternating states and transitions σ = q0α0q1α1 . . ., where q0 is
the initial state and (qi ,αi ,qi+1) ∈ T for every i ∈ N. An infinite
word w = v0v1, . . . ∈ (DX )ω is derived by module M with trace
σ = q0α0q1α1 . . . if vi = λ(qi ) for all i ∈ N. An infinite word
u = α0α1, . . . ∈ (DI )ω is admitted byM with σ if σ = q0α0q1α1 . . .
. Finally,w (resp. u) is derived (resp. admitted) byM if there exists
a trace ofM that derives (resp. admits) it.

3 WHAT AGENTS CAN ACHIEVE
Alternating-time temporal logic ATL∗ [1, 2, 32] introduces strate-
gic modalities ⟨⟨C⟩⟩γ , expressing that coalition C can enforce the
temporal property γ . In this paper, we use the imperfect informa-
tion/imperfect recall variant without next step operatorX and nested
strategic modalities, denoted sATL∗ (“simple ATL∗”).
Syntax. Formally, the syntax of sATL∗ is defined by:
ϕ ::= p (Y ) | ¬ϕ | ϕ ∧ ϕ | ⟨⟨C⟩⟩γ ; γ ::= p (Y ) | ¬γ | γ ∧ γ | γ Uγ .

where p : Y → D for some subset of domain variables Y ⊆ X .
That is, each atomic statement refers to the valuation of a subset
of variables used in the system. U is the “strong until” operator
of LTL. The “sometime” and “always” operators F and G can be
defined as usual by Fγ ≡ ⊤Uγ and Gγ ≡ ¬(⊤U¬γ ).
Semantics.Amemoryless imperfect information strategy for agent i
is a function si : Qi → Ti . We say that a trace σ (word derived with
σ ) implements a strategy si if for any j where q (i )j , q

(i )
j+1 we have

si (q
(i )
j ) = (q

(i )
j ,α j ,q

(i )
j+1), where α j : Ii → D and α j (x ) = λ(qj ) (x ).

Let C ⊆ {1, . . . ,n} be a set of agent indices. We define joint
strategies forC as tuples of individual strategies, one per i ∈ C . The
semantics of strategic operators is given by the following clause:

M,q |= ⟨⟨C⟩⟩γ if there exists a joint strategy sC for C such that,
for any wordw that implements sC , we haveM,w |= γ .

4 ASSUMPTIONS AND GUARANTEES
We propose an assume-guarantee scheme, where one can reduce
the complexity of model checking sATL∗ by verifying individual
strategic abilities of single agents against overapproximating ab-
stractions of its environment, i.e., the rest of the system. The general
idea is that if an agent has a successful strategy in a more nonde-
terministic environment, then it can can use the same strategy to
succeed in the original model. Moreover, it often suffices to prepare
the abstraction based only of the modules that are connected with
the agent by at most k synchronization steps.
Assumptions and Guarantees. The environmental abstractions
are formalized by assumptions A = (MA, F ), whereMA is a module
and F is a set of accepting states that provide Büchi-style accepting
rules for infinite traces derived by M . The assumption should be
constructed so that it guarantees that the set of computations ac-
cepted by A covers the sequences of changes in the input variables
IM of moduleM . We capture those changes by the notion of curtail-
ment. Formally, a sequence v = v1v2 . . . over DY is a curtailment
of sequence u = u1u2 . . . over DX (where Y ⊆ X ) if there exists
an infinite sequence of indices j1 < j2 < ... with j1 = 1 such that
∀i∀ji ≤k<ji+1vi = uk |Y .

V Monolithic model checking Assume-guarantee verification
#st #tr DFS Apprx #st #tr DFS Apprx

2 529 2216 <0.1 <0.1/Yes 161 528 <0.1 <0.1/Yes
3 1.22e4 1.28e5 <0.1 0.8/Yes 1127 7830 <0.1 <0.1/Yes
4 2.79e5 6.73e6 <0.1 30/Yes 7889 1.08e5 <0.1 0.5/Yes
5 6.43e6 3.42e8 timeout 5.52e4 1.45e6 <0.1 8/Yes
6 timeout 3.86e5 1.92e7 <0.1 135/Yes
7 timeout timeout

Table 1: Results of assume-guarantee verification for simple
voting (times given in seconds; timeout=2h)
The Scheme. LetM = M1 |M2 | . . . |Mn be a system composed from
modules M1,M2, . . . ,Mn , where XMi ∩ XMj = ∅ for i , j. By
Comp1i we denote the composition of all modules directly related
toMi . Moreover, Compki denotes the composition of the modules
in Compk−1i and the modules directly related to them (except for
Mi ). Further, letψi , i ∈ C be path formulas of sATL∗, one for each
agent inC . Simple assume-guarantee reasoning for strategic ability
is provided by the following inference rule:

Rk

∀i ∈C Mi |Ai |=ir ⟨⟨i⟩⟩ψi
∀i ∈C Compki |= Ai

M1 |...|Mn |=ir ⟨⟨C⟩⟩
∧
i ∈C ψi

5 EXPERIMENTS
Here, we present preliminary experimental results for the assume-
guarantee rule proposed in Section 4, using the voting scenario
of Example 2.2 as the benchmark. The assumptions are provided
by a simplified module of the coercer, where he only waits for the
value reported by Voter1, no matter how he reacts to other voters’
choices. The algorithms have been implemented in Python, and
run on a server with 2.40 GHz Intel Xeon Platinum 8260 CPU, 991
GB RAM, and 64-bit Linux.

The verified formulawasφ ≡ ⟨⟨Voter1⟩⟩G(¬pstatus1∨voted1 = 1).
The results are presented in Table 1. The first column describes
the configuration of the benchmark, i.e., the number of the voters.
Then, we report the performance of model checking algorithms
that operate on the explicit model of the whole system vs. assume-
guarantee verification. DFS is a straightforward implementation
of depth-first strategy synthesis. Apprx refers to the method of
fixpoint-approximation [21]; besides the time, we also report if the
approximation was conclusive.

6 CONCLUSION
In this paper, we sketch how assume-guarantee reasoning can be
extended for verification of strategic abilities. Themain idea is to fac-
torize coalitional abilities by the abilities of the coalition members,
and to verify the individual abilities against Büchi-style abstractions
of the agents’ environment of action. Preliminary experimental
evaluation has produced very promising results, showing notice-
able improvement in the verification of large models consisting of
asynchronous agents with independent goals.
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